**METHODS**

using System;

using System.Linq;

namespace Methods

{

    class Program

    {

        static void Main(string[] args)

        {

            Ekle();

            Ekle();

            Ekle();

            // var kendine gelen verinin türünü alır.

            var result = Topla(3, 8);

            Console.WriteLine(result);

            Console.WriteLine(Topla(27, 8));

            Console.WriteLine(Topla(4));

            /\*Eğer bir değişken fonksiyona referansla(ref keyword) gönderilirse bellekteki değeri değişir ve değişkene fonksiyon içerisindeki değeri atanır \*/

            /\* OUT KEYWORD kullanılımı ref keyword ile aynıdır. FAKAT number1'a daha önce değer atamaya gerek yoktur ama metot içerisinde atama yapmak zorunludur \*/

            Console.WriteLine("\nREF AND OUT KEYWORDS");

            int number1 = 20;

            int number2 = 100;

            Console.WriteLine("Number 1'in ilk değeri:" + number1);

            Console.WriteLine(Topla2(ref number1, number2));

            Console.WriteLine("Number 1 referansla fonksiyona gönderildiğinde:" + number1);

            Console.WriteLine("\nMETHOD OVERLOADING");

            Console.WriteLine(Carp(2, 4));

            Console.WriteLine(Carp(2, 4, 5));

            Console.WriteLine("\nPARAMS KEYWORD");

            Console.WriteLine(Topla3(4, 5, 6, 5));

        }

        /\* Method en basit tanımıyla budur. Kendini tekrarlamayı önler. Daha rahat çalışma alanı sunar.

         return komutunun kullanıldığı metotlarda void kullanılamaz. void sadece içerisine yazılanı yapar.

         Geriye veri döndürmez.\*/

        static void Ekle()

        {

            Console.WriteLine("Eklendi!!");

        }

        /\* Tüm parametrelere default değer atanabilir. Default değer atamaya sondan başlanır. Kullanıcı değer vermezse default değer kullanılır. \*/

        static int Topla(int number1, int number2=30)

        {

            return number1 + number2;

        }

        static int Topla2(ref int number1, int number2 = 30)

        {

            number1 = 100;

            return number1 + number2;

        }

        /\* METHOD OVERLOADING metotlara aynı ismi verip, metotlarda daha fazla değişken kullanmaya denir.\*/

        static int Carp(int number1, int number2)

        {

            return number1 \* number2;

        }

        static int Carp(int number1, int number2, int number3)

        {

            return number1 \* number2 \*number3;

        }

        /\* PARAMS KEYWORD ile sınırsız parametre alınabilir. En sonda olmalıdır. Başına başka parametreler eklenebilir\*/

        static int Topla3(params int[] numbers)

        {

            return numbers.Sum();

        }

    }

}

**STRINGS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace StringCalismasi

{

    class Program

    {

        static void Main(string[] args)

        {

            // Stringler char listeleridir. Toplanabilirler.

            string city1 = "Ankara";

            Console.WriteLine(city1[0]+ "\n");

            string city2 = "İstanbul";

            string result = city1 + city2;

            Console.WriteLine(result);

            // Değişkene string formatıyla yerleştirilebilirler.

            string result2 = String.Format("\n{0} ve {1} Türkiye'nin şehirleridir.", city1, city2);

            Console.WriteLine(result2);

            // Writeline zaten string formata sahip olduğu için yazılmasına gerek yoktur.

            Console.WriteLine("\n{0} ve {1} Türkiye'nin şehirleridir.\n", city1, city2);

            // foreach ile tek tek harfleri yazdırılabilir.

            foreach(var harf in city1)

            {

                Console.WriteLine(harf+ "\n");

            }

            string sentence = "ilk cümle";

            // Klon oluşturulurken tamamen kopyalama işlemi yapılır. Klon ve asıl farklı yerlerde saklanır. Ayrı şeylerdir.

            var result3 = sentence.Length;

            var result4 = sentence.Clone();

            sentence = "ikinci cümle";

            Console.WriteLine(result4+"\n");

            bool result5 = sentence.EndsWith("e");

            bool result6 = sentence.StartsWith("a");

            // Bulamazsa -1 döner. Bulduğu ilk şeyin indeksini verir.

            var result7 = sentence.IndexOf("cümle");

            Console.WriteLine(result7 + "\n");

            // Aramaya sondan başlar.

            var result8= sentence.LastIndexOf(" "+"\n");

            Console.WriteLine(result8);

            // Stringe ekleme yapmaya yarar.

            var result9 = sentence.Insert(0, "bu ");

            Console.WriteLine(result9+"\n");

            Console.WriteLine(sentence + "\n");

            // Stringi bölerek almaya yarar.

            var result10 = sentence.Substring(5);

            Console.WriteLine(result10 + "\n");

            var result11 = sentence.Substring(5,3);

            Console.WriteLine(result11 + "\n");

            //ToLower ve ToUpper

            //sentence.Replace(" ", "-"); şeklinde karakterler değiştirilebilir.

            //sentence.Remove(2); 2. indexten itibaren siler.

            //sentence.Remove(2,4); 2. indexten itibaren 4 karakter siler.

        }

    }

}

**CLASSES**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Classlar

{

    class Program

    {

        static void Main(string[] args)

        {

            //Gruplandırmaya Yarar. Kolaylık Sağlar.

            CustomerManager customerManager = new CustomerManager();

            customerManager.Add();

            customerManager.Update();

            // Projeye sağ tıklayıp, add-class ile class dosyası ekleyerek classları oraya taşıyabiliriz.

            // ProductManager class'ı burada yer almamasına rağmen çalışıyor.

            ProductManager productManager = new ProductManager();

            productManager.Add();

            productManager.Update();

            // Bilgiler farklı şekillerde set edilebilir.

            Customer customer = new Customer();

            customer.Id = 1;

            customer.City = "Kastamonu";

            customer.LastName = "Keskin";

            customer.FirstName = "Furkan";

            // ctrl+space'e basınca neler eklenebilir gösteriyor.

            Customer customer2 = new Customer {Id=2,FirstName="Kagawa",LastName="Çarık",City="Sakarya"};

            Console.WriteLine(customer.City);

        }

        class CustomerManager

        {

            public void Add()

            {

                Console.WriteLine("Customer Added!");

            }

            public void Update()

            {

                Console.WriteLine("Customer Updated!");

            }

        }

        class Customer

        {

            //prop yazıp, iki kere tab tuşuna basarsan otomatik olarak iskeleti getirir. Buna property denir.

            public int Id { get; set; }

            public string FirstName { get; set; }

            public string LastName { get; set; }

            public string City { get; set; }

        }

    }

}

**INTERFACES**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Interfaceler

{

    class Program

    {

        static void Main(string[] args)

        {

            // Farklı kullanımlar barındırır.

            PersonManager personManager = new PersonManager();

            personManager.Add(new Customer { Id = 1, FirstName = "Furkan", LastName = "Keskin", Address = "Bla Bla Street" });

            Student student = new Student { Id = 324, FirstName = "Öğrenci", LastName = "Soy adı", Department = "YBS" };

            personManager.Add(student);

            // Classlara tek tek işlem yapabiliriz.

            CustomerManager customerManager = new CustomerManager();

            customerManager.Add(new SqlServerCustomerDal());

            //Tüm classlara aynı işlemi yapmamıız sağlar.

            ICustomerDal[] customerDals = new ICustomerDal[2]

            {

                new SqlServerCustomerDal(),

                new OracleServerCustomerDal(),

            };

            foreach(var customerDal in customerDals)

            {

                customerDal.Add();

            }

        }

        interface IPerson

        {

            int Id { get; set; }

            string FirstName { get; set; }

            string LastName { get; set; }

        }

        class Customer : IPerson

        {

          public int Id { get; set; }

          public string FirstName { get; set; }

          public string LastName { get; set; }

          public string Address { get; set; }

        }

        class Student : IPerson

        {

          public int Id { get; set; }

          public string FirstName { get; set; }

          public string LastName { get; set; }

          public string Department { get; set; }

        }

        class PersonManager

        {

            //IPerson olarak kullanırak IPersonlarda ortak olanlarla işlem yapabiliriz. Mesela Customer customer şeklinde tanımlansaydı adres bilgisi girebilirdik.

            public void Add(IPerson person)

            {

                Console.WriteLine(person.FirstName);

            }

        }

    }

}

**IcustomerDal.cs**

using System;

using System.Collections.Generic;

using System.Text;

namespace Interfaceler

{

    interface ICustomerDal

    {

        void Add();

        void Update();

        void Delete();

    }

    class SqlServerCustomerDal: ICustomerDal

    {

        public void Add()

        {

            Console.WriteLine("Sql Added");

        }

        public void Delete()

        {

            Console.WriteLine("Sql Deleted");

        }

        public void Update()

        {

            Console.WriteLine("Sql Updated");

        }

    }

    class OracleServerCustomerDal : ICustomerDal

    {

        public void Add()

        {

            Console.WriteLine("Oracle Added");

        }

        public void Delete()

        {

            Console.WriteLine("Oracle Deleted");

        }

        public void Update()

        {

            Console.WriteLine("Oracle Updated");

        }

    }

    class CustomerManager

    {

        public void Add(ICustomerDal customerDal)

        {

            customerDal.Add();

        }

    }

}

**INTERFACES EXERCİSE**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Interfaceler2

{

    class Program

    {

        static void Main(string[] args)

        {

            // Doğru interface planlaması bu şekildedir.

            IWorker[] workers = new IWorker[3]

            {

                new Manager(),

                new Worker(),

                new Robot(),

            };

            foreach(var worker in workers)

            {

                worker.Work();

            }

            IEat[] eats = new IEat[2]

            {

                new Manager(),

                new Worker(),

            };

            foreach(var human in eats)

            {

                human.Eat();

            }

        }

    }

    // İçlerine birden fazla işlem de eklenebilir.

    interface IWorker

    {

        void Work();

    }

interface IEat

    {

        void Eat();

    }

    interface IGetSalary

    {

        void GetSalary();

    }

    // Bir classın birden fazla interface'i olabilir.

    class Manager : IWorker, IEat, IGetSalary

    {

        public void Eat()

        {

            throw new NotImplementedException();

        }

        public void GetSalary()

        {

            throw new NotImplementedException();

        }

        public void Work()

        {

            throw new NotImplementedException();

        }

    }

    class Worker : IWorker, IEat, IGetSalary

    {

        public void Eat()

        {

            throw new NotImplementedException();

        }

        public void GetSalary()

        {

            throw new NotImplementedException();

        }

        public void Work()

        {

            throw new NotImplementedException();

        }

    }

class Robot : IWorker

    {

        public void Work()

        {

            throw new NotImplementedException();

        }

    }

}

INHERITANCE

//Inheritance'lar interface gibi kullanılır ama her class'ın tek bir atası olabilir. class olarak tanımlanırlar.

Virtual Methods

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace VirtualMethodlar

{

    class Program

    {

        static void Main(string[] args)

        {

            Sql sql = new Sql();

            sql.Add();

        }

        class Database

        {

            // virtual olarak tanımlarsak bu fonksiyonu inherit eden diğer classlarda override yaparak ekleme veya tamamen değiştirme yapabiliriz.

            public virtual void Add()

            {

                Console.WriteLine("ADDED");

            }

        }

        class Sql : Database

        {

 //override ederek inherit ettiğimiz bir fonksiyonu değiştirdik.

            public override void Add()

            {

                Console.Write("SQL ");

                //base olanı kullanmayı baştan yazsak da olur.

                base.Add();

            }

        }

    }

}

**ABSTRACT CLASSES**

using System;

namespace ABSTRACTCLASSLAR

{

    class Program

    {

        static void Main(string[] args)

        {

            //Farklı şekillerde tanımlanabilir.

            Database[] database = new Database[1]

            {

                new SqlServer(),

            };

            database[0].Add();

            database[0].Delete();

            Database database2 = new OracleServer();

            database2.Add();

            database2.Delete();

        }

        //İnterface ve inheritancelerin karışımıdır. İnterfacete olduğu gibi kendi kendine newlenemez.

        abstract class Database

        {

            public void Add()

            {

                Console.WriteLine("ADDED");

            }

            public abstract void Delete ();

        }

        class SqlServer : Database

        {

            public override void Delete()

            {

                Console.WriteLine("DELETED BY SQL");

            }

        }

        class OracleServer : Database

        {

            public override void Delete()

            {

                Console.WriteLine("DELETED BY ORACLE");

            }

        }

    }

}

**Access Modifiers**

//private sadece bulunduğu blokta çalışır.

//protected private'ın özelliklerini taşır. tek farkı inheritance durumunda çalışmasıdır.

//internal class'ın defaultudur. Bağlı bulunduğu projede referans gerekmeden kullanılabilir.

//public referans olarak eklendikten ve using DiğerProjeninAdı; satırını yazdıktan sonra başka projelerde de kullanılabilir.

**CONSTRUCTORS**

using System;

namespace Constructorlar

{

    class Program

    {

        static void Main(string[] args)

        {

            Product product = new Product { Id = 1, Name = "Phone" };

            Product product3 = new Product();

            // Pratik tanım yapmamızı sağlar.

            Product product2 = new Product(2,"Laptop");

            Console.WriteLine(product2.Name);

            Console.WriteLine(product2.Id);

        }

        class Product

        {

            public int Id { get; set; }

            public string Name { get; set; }

            // ctor yazıp 2 kere tab tuşuna basarsan iskeleti verir.

            public Product()

            {

                Console.WriteLine("Normal");

            }

            private int \_id;

            private string \_name;

            // Parantez içerisinde giriş yapılırsa alt satırdaki işlemleri de gerçekleştirir.

            public Product(int id, string name)

            {

                // Başka işlemler yapacaksak bu şekilde kullanabiliriz.

                \_id = id;

                \_name = name;

                // get ve set terimlerinin içerisine yerleştirebiliriz. Bu da bize pratiklik sağlayabilir.

                Name = name;

                Id = id;

                Console.WriteLine("Pratik");

            }

        }

    }

}

**Exercise 2**

using System;

namespace Constructorlar2

{

    class Program

    {

        static void Main(string[] args)

        {

            // Hangi veritabanını kullanacağımızı unutmamak için kullanılabilir. Boş kaldığında uyarı verir.

            CustomerManager customerManager = new CustomerManager(new Sql());

            customerManager.Add();

        }

        interface ILogger

        {

            void Log();

        }

        class Sql : ILogger

        {

            public void Log()

            {

                Console.WriteLine("Sql Logged");

            }

        }

        class Oracle : ILogger

        {

            public void Log()

            {

                Console.WriteLine("Oracle Logged");

            }

        }

        class CustomerManager

        {

            private ILogger \_logger;

            public CustomerManager(ILogger logger)

            {

                \_logger = logger;

            }

            public void Add()

            {

                \_logger.Log();

                Console.WriteLine("Added");

            }

        }

    }

}

**Exercise 3**

using System;

namespace Constructorlar3

{

    class Program

    {

        static void Main(string[] args)

        {

            // İsmi girmezsen hata alırsın.

            Person person = new Person("Furkan");

            person.Kayit();

        }

        class BaseClass

        {

            private string \_name;

            public BaseClass(string name)

            {

                \_name = name;

            }

            public void Ad()

            {

                Console.WriteLine("Adınız {0}", \_name);

            }

        }

        // İnherit eden classı oluştururken base classın dışarıdan aldığı değerleri onun için de almalısınız.

        class Person : BaseClass

        {

            public Person(string name) : base(name)

            {

            }

            public void Kayit()

            {

                Console.Write("Sizin ");

                Ad();

            }

        }

    }

}

**Exercise 4**

using System;

namespace Constructorlar4

{

    class Program

    {

        static void Main(string[] args)

        {

            // Statik değişkenler newlenmeden çağırılır.

            Utilities.Validation();

            // Statik fonksiyonu direk çağırabilirken, statik olmayan için classı newlemeniz gerekir.

            Manager.DoSomething();

            Manager manager = new Manager();

            manager.DoSomething2();

        }

    }

    // Static bir classın altındaki tüm değişkenler statik olmak zorundadır.

    // Statik değişkenler üzerinde gerçekleşen işlemler her yerde geçerlidir.

    // Örneğin statik bir değişkenin değerini değiştirirseniz her yerde değişir.

    static class Utilities

    {

        public static void Validation()

        {

            Console.WriteLine("Validation is Done.");

        }

    }

    // Statik olmayan bir classta statik fonksiyonlar oluşturulabilir.

    class Manager

    {

        public static void DoSomething()

        {

            Console.WriteLine("Done");

        }

        public void DoSomething2()

        {

            Console.WriteLine("Done2");

        }

    }

}

**Collections**

using System;

//ArrayListi kullanmak için eklemeliyiz.

using System.Collections;

//Typesafe collection kullanmak için eklemeliyiz.

//Genelde Typesafe collectionlar kullanılır.

using System.Collections.Generic;

namespace Collectionlar

{

    class Program

    {

        static void Main(string[] args)

        {

            // Collectionlar arraylerde yaşanan boyut sıkıntılarına pratiklik getirerek çözer.

            ArrayList cities = new ArrayList();

            cities.Add("İstanbul");

            cities.Add(2);

            cities.Add("Ankara");

            cities.Add("Kastamonu");

            cities.Add(5);

            cities.Add(1905);

            // Citiesin İstanbul içerip, içermediğini kontrol etmek.

            Console.WriteLine(cities.Contains("İstanbul"));

            foreach (var eleman in cities)

            {

                Console.WriteLine(eleman);

            }

            // Typesafe collectionlar belirli bir class veya değişken türüne özel olarak tanımlanır. Farklı olanları kabul etmez.

            // Farklı şekillerde ekleme yapılabilir.

            List<Customer> customers = new List<Customer>

            {

                new Customer {Id=1, FirstName="Furkan"},

            };

            customers.Add(new Customer { Id = 2, FirstName = "Kezzkin" });

            var customer11 = new Customer { Id = 3, FirstName = "Aydi" };

            customers.Add(customer11);

            //Toplu eleman ekleme yöntemi. Paranteze dikkat edilmeli.

            customers.AddRange(new Customer[2]{

                new Customer { Id=4,FirstName="Ayda"},

                new Customer { Id=5, FirstName="Melo"},

            });

            foreach (var customer in customers)

            {

                Console.WriteLine(customer.FirstName);

            }

            // Eleman sayısını verir.

            var count = customers.Count;

            Console.WriteLine("Eleman sayısı: {0}",count);

            // Tüm elemanları siler.

            //customers.Clear();

            count = customers.Count;

            Console.WriteLine("Clear komutundan sonraki sayi:{0} ",count);

            // Indexof komutu elemanın kaçıncı indexte olduğunu verir.

            var index = customers.IndexOf(customer11);

            Console.WriteLine("Index : {0}", index);

            // İstediğin sıraya değer eklemeye yarar. Diğerlerini kaydırır.

            customers.Insert(4, customer11);

            // Sondan arayarak indexi bulur. İndex numarası değişmez.

            // Fakat birden fazla customer11 ekleseydik ilk bulduğunun indexini verecekti.(ekledik)

            var lastindex = customers.LastIndexOf(customer11);

            Console.WriteLine("Index2 : {0}", lastindex);

            // Bulduğu ilk değeri siler. Bulamazsa silmez.

            customers.Remove(customer11);

            // İsmi Ayda olanların hepsini siler.

            customers.RemoveAll(c => c.FirstName == "Ayda");

        }

        class Customer

        {

            public int Id { get; set; }

            public string FirstName { get; set; }

        }

    }

}

**Dictionaries**

using System;

using System.Collections.Generic;

using System.Collections;

namespace Dictionaries

{

    class Program

    {

        static void Main(string[] args)

        {

            // Tanımlanması aşağıdaki gibidir.

            // Collection metotları kullanılabilir.

            Dictionary<string, string> sözlük = new Dictionary<string,string>();

            sözlük.Add("kitap", "book");

            sözlük.Add("tablo", "chart");

            //Anahtar kelimenin karşılığını yazdırma.

            Console.WriteLine(sözlük["tablo"]);

            // chart tablo anahtar kelimesinin karşılığıdır. Anahtar kelime olmadığı için hata verir.

            // Console.WriteLine(sözlük["chart"]);

            foreach(var item in sözlük)

            {

                // Tüm dictionary'i verir.

                Console.WriteLine(item);

                // Sözlükteki anahtar kelimeleri verir.

                Console.WriteLine("Anahtar Kelime: {0}",item.Key);

                // Sözlükteki anahtar kelimelerin karşılığını verir.

                Console.WriteLine("Anahtar Değeri: {0}",item.Value);

            }

            // Anahtar kelimeleri ve değerlerini içerip, içermediğini görebiliriz.

            Console.WriteLine(sözlük.ContainsKey("glass"));

            Console.WriteLine(sözlük.ContainsValue("book"));

        }

    }

}

**EXCEPTION HANDLING**

using System;

namespace ExceptionHandling

{

    class Program

    {

        static void Main(string[] args)

        {

            // try yazıp tabtablayınca iskelet verilir.

            // hata oluştuğunda gelen mesajı kontrol etmeye yarar.

            try

            {

                string[] students = new string[3] { "Furkan", "Keskin", "Burda" };

                students[3] = "Ali";

            }

            //exception değişkenini kullanmayacaksak catch(IndexOutOfRangeException) şeklinde yazılabilir.

            catch (IndexOutOfRangeException exception)

            {

                Console.WriteLine("Dizi boyutunu aştınız");

                Console.WriteLine(exception.Message);

            }

            catch(Exception exception)

            {

                // Developera gelen hata mesajını yazar. Programla ilgili bilgi verebileceği için tehlikeli olabilir.

                Console.WriteLine(exception.Message);

                // Geniş çaplı hatalarda ayrıntılı bilgi verir.

                Console.WriteLine(exception.InnerException);

            }

            /\* Tüm hatalar için genel bir kod

            catch (Exception)

            {

                Console.WriteLine("Hata oluştu");

            }

            \*/

        }

    }

}

**KENDİ HATA SINIFINI OLUŞTURMA, ACTION VE FUNC**

using System;

using System.Collections.Generic;

namespace ExceptionHandling2

{

    class Program

    {

        // Hatamızı class olarak tanımlıyoruz.

        // Exception class'ını inherit ediyoruz.

        // Hata sınıfımızı başka bir class dosyasında da oluşturabiliriz.

        public class RecordNotFoundException : Exception

        {

            // Exception classındaki message'a girdi gönderiyoruz.

            // Göndermezsek exception.Message komutu kullanılamaz.

            // Bu girdiyi de hatayı fırlatacakken yazıyoruz.

            public RecordNotFoundException(string message) : base(message)

            {

            }

        }

        static void Main(string[] args)

        {

            try

            {

                Find();

            }

            catch (RecordNotFoundException exception)

            {

                Console.WriteLine(exception.Message);

            }

            // Başka bir fonksiyona fonksiyonu parametre olarak gönderme.

            HandleException(() =>

            {

                Find();

            });

            // Func

            // Fonksiyonun aldığı parametre türleri ve en sonda da return ettiği parametre türlerini <> arasına yazdık.

            // Topla içerisine burda veri gönderirsek hata verir.

            Func<int, int, int> add = Topla;

            Console.WriteLine(add(3, 2));

            // Parametresiz methodlar için

            // Methodu yanında da tanımlayabiliriz.

            Func<int> getRandomNumber = delegate ()

            {

                Random random = new Random();

                return random.Next(1,100);

            };

            Console.WriteLine(getRandomNumber());

            // Diğer bir method tanımlama şekli.

            Func<int> getRandomNumber2 = () => new Random().Next(1, 100);

            Console.WriteLine(getRandomNumber2());

        }

        static int Topla(int sayi1, int sayi2)

        {

            return sayi1+sayi2;

        }

        static int Topla2(int sayi1, int sayi2)

        {

            return sayi1 + sayi2;

        }

        public static void Find()

        {

            List<string> students = new List<string> { "Furkan", "Engin", "Derin" };

            if (!students.Contains("Ahmet"))

            {

                throw new RecordNotFoundException("String Bulunamadı");

            }

            else

            {

                Console.WriteLine("Record Found");

            }

        }

        // Profesyonel çalışmak için fonksiyonu başka bir dosyaya yazıp, hata kodlarını orda düzenleyebiliriz.

        // Action fonksiyon içerisine fonksiyon göndermeye yarar.

        private static void HandleException(Action action)

        {

            try

            {

                // Gönderilen methodu çalıştırır.

                action.Invoke();

            }

            // Birden fazla hata kodu eklenebilir.

            catch (Exception exception)

            {

                Console.WriteLine(exception.Message);

            }

        }

    }

}

**ADO.NET GİRİŞ VE VERİ TABANI OLUŞTURMA**

// View --> Sql Server Object Explorer --> Database'e sağ tıklayarak yeni sql database'imizi oluşturabiliriz.

// Databasede tablo oluşturduktan sonra Id'nin otomatik artması için propertiesden Identity Specification-->Is Identity seçeneğini true yapmalıyız.

// Alttaki konsoldan tabloya isim verebiliriz.

// Tabloyla işimiz bittikten sonra sol üstten update butonuna tıklayarak kaydedebiliriz.

**FORM1.CS(DESIGN)**
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**FORM1.CS**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace AdoNetDemo

{

    public partial class Form1 : Form

    {

        public Form1()

        {

            InitializeComponent();

        }

        // ProductDal classındaki fonksiyonları kullanabilmek için productdal türünde bir nesne oluşturduk.

        ProductDal \_productDal = new ProductDal();

        // Formdaki gride getall fonksiyonunu yansıtacak bir fonksiyon yazdık.

        public void LoadProducts()

        {

          dgwProducts.DataSource = \_productDal.GetAll();

        }

        private void Form1\_Load(object sender, EventArgs e)

        {

            LoadProducts();

        }

        private void dataGridView1\_CellContentClick(object sender, DataGridViewCellEventArgs e)

        {

        }

        private void groupBox1\_Enter(object sender, EventArgs e)

        {

        }

        private void btnAdd\_Click(object sender, EventArgs e)

        {

            Product product = new Product

            {

                Name = tbxName.Text,

                UnitPrice=Convert.ToDecimal(tbxUnitPrice.Text),

                StockAmount=Convert.ToInt32(tbxStockAmount.Text)

            };

            \_productDal.Add(product);

            LoadProducts();

            MessageBox.Show("Product Added!");

        }

        private void lblStockAmount\_Click(object sender, EventArgs e)

        {

        }

        private void unitPrice\_Click(object sender, EventArgs e)

        {

        }

        private void lblName\_Click(object sender, EventArgs e)

        {

        }

        // Gridin herhangi bir yerine tıkladığımızda veriler update grubuna yazılsın diye kod yazdık.

        private void dgwProducts\_CellClick(object sender, DataGridViewCellEventArgs e)

        {

            tbxNameUpdate.Text = dgwProducts.CurrentRow.Cells[1].Value.ToString();

            tbxUnitPriceUpdate.Text = dgwProducts.CurrentRow.Cells[2].Value.ToString();

            tbxStockAmountUpdate.Text = dgwProducts.CurrentRow.Cells[3].Value.ToString();

        }

        private void btnUpdate\_Click(object sender, EventArgs e)

        {

            Product product = new Product {

            // Productımızın idsini formdaki seçili satırdaki id değerine  eşitledik.

            // Değiştirmek istediğimiz productın idsini yeni productımıza  atadık.

            Id = Convert.ToInt32(dgwProducts.CurrentRow.Cells[0].Value),

            // Değişen verileri de textboxtan alarak yeni productımıza atadık.

            Name = tbxNameUpdate.Text,

            UnitPrice=Convert.ToDecimal(tbxUnitPriceUpdate.Text),

            StockAmount=Convert.ToInt32(tbxStockAmountUpdate.Text)

        };

            // Id'ye göre değerleri databasede updateleyecek fonksiyonumuzu  çağırdık.

            \_productDal.Update(product);

            // Gridi tekrar yükledik ve mesajı gösterdik.

            LoadProducts();

            MessageBox.Show("Product Updated!");

        }

        private void btnRemove\_Click(object sender, EventArgs e)

        {

            // Seçili olan satırın idsini id değişkenine atadık.

            int id = Convert.ToInt32(dgwProducts.CurrentRow.Cells[0].Value);

            // ProductDal classının delete komutunu çağırdık. Parametre olarak seçili verinin idsini gönderdik.

            \_productDal.Delete(id);

            // Gridi tekrar yükledik ve mesajı gösterdik.

            LoadProducts();

            MessageBox.Show("Product Deleted!");

        }

    }

}

**PRODUCTS.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace AdoNetDemo

{

    public class Product

    {

        // Veri tabanındaki verileri listelerken kullanacağımız class. Fonksiyonda kullanacağız.

        public int Id { get; set; }

        public string Name { get; set; }

        public decimal UnitPrice { get; set; }

        public int StockAmount { get; set; }

    }

}

**PRODUCSTDAL.CS**

using System;

using System.Collections.Generic;

// ConnectionState kullanabilmek için gerekli.

using System.Data;

// Sql Kodlarını kullanmak için ekliyoruz.

using System.Data.SqlClient;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace AdoNetDemo

{

    public class ProductDal

    {

        // @ işareti tırnaklar arasındaki işaretleri string olarak algılamaya yarar.

        // initial catalog bağlanılacak database'i seçmeye yarar.

        // integrated securit windows ile bağlanmayı sağlar. eğer id pw ile girilmesi isteniyorsa false olmalı.

        // uid=furkan;password="1234" şeklinde id pw eklenebilir.

        // Bağlantı nesnesini oluşturduk.

        SqlConnection \_connection = new SqlConnection(@"server=(localdb)\mssqllocaldb;initial catalog=ETrade;integrated security=true");

        private void ConnectionControl()

        {

            // Bağlantı açıksa tekrar açmaya çalışmamak için kontrol ediyoruz.

            if (\_connection.State == ConnectionState.Closed)

            {

                // Bağlantıyı kurar.

                \_connection.Open();

            }

        }

        // Fonksiyonun döndüreceği türle aynı olması gerek. Burada bir product listesi gönderiyoruz.

        public List<Product> GetAll()

        {

            ConnectionControl();

            // Sql'e komut gönderme.

            // Products tablosundan her şeyi seç getir diyoruz.

            // Yanına hangi bağlantıya gönderileceğini ekliyoruz.

            // Komutu oluşturduk. Çalıştırmadık.

            SqlCommand command = new SqlCommand("Select \* From Products", \_connection);

            // Okunan verileri bir değişkene atadık.

            SqlDataReader reader = command.ExecuteReader();

            //Liste tanımladık.

            List<Product> products = new List<Product>();

            while (reader.Read())

            {

                // Readerın okuduğu sütunlardaki veri türlerini dönüştürerek products listesine yazdık.

                Product product = new Product

                {

                    Id = Convert.ToInt32(reader["Id"]),

                    Name = reader["name"].ToString(),

                    StockAmount = Convert.ToInt32(reader["StockAmount"]),

                    UnitPrice = Convert.ToDecimal(reader["UnitPrice"])

                };

                products.Add(product);

            }

            reader.Close();

            \_connection.Close();

            return products;

        }

        // DataTable kullanışsızdır. Fazla rame ihtiyaç duyar.

        public DataTable GetAll2()

        {

            ConnectionControl();

            SqlCommand command = new SqlCommand("Select \* From Products",\_connection);

            SqlDataReader reader = command.ExecuteReader();

            // DataTable türünde bir değişken oluşturduk.

            DataTable dataTable = new DataTable();

            // Load komutu reader türünde nesneleri alır. Sql'den çektiğimiz verileri içine attık.

            dataTable.Load(reader);

            reader.Close();

            \_connection.Close();

            return dataTable;

        }

        // Ekleyeceğimiz yeni ürün için product türünde bir değişkene ihtiyaç var.

        // (Product product) kısmında bunu istiyor.

        public void Add(Product product)

        {

            ConnectionControl();

            // Values içerisine @ ile sütun isimlerini yazdık.

            // Sql büyük/küçük duyarlı değil.

            SqlCommand command = new SqlCommand("Insert into Products values(@name,@unitPrice,@stockAmount)",\_connection);

            command.Parameters.AddWithValue("@name", product.Name);

            command.Parameters.AddWithValue("@unitPrice", product.UnitPrice);

            command.Parameters.AddWithValue("@stockAmount", product.StockAmount);

            // Komutu execute ediyoruz(çalıştırıyoruz).

            command.ExecuteNonQuery();

            \_connection.Close();

        }

        public void Update(Product product)

        {

            ConnectionControl();

            SqlCommand command = new SqlCommand("Update Products set Name=@name, UnitPrice=@unitPrice, StockAmount=@stockAmount where Id=@id ", \_connection);

            command.Parameters.AddWithValue("@name", product.Name);

            command.Parameters.AddWithValue("@unitPrice", product.UnitPrice);

            command.Parameters.AddWithValue("@stockAmount", product.StockAmount);

            command.Parameters.AddWithValue("@id", product.Id);

            command.ExecuteNonQuery();

            \_connection.Close();

        }

        // Silme işleminde id üzerinden gideceğimiz için id parametresi istedik.

        public void Delete(int id)

        {

            ConnectionControl();

            SqlCommand command = new SqlCommand("Delete from Products where Id=@id ", \_connection);

            command.Parameters.AddWithValue("@id",id);

            command.ExecuteNonQuery();

            \_connection.Close();

        }

    }

}

**WORKING WITH ENTITY FRAMEWORK AND LINQ**

**APP.CONFIG**

<!--Database'e bağlanmak için connectionStrings altındaki bağlantıları kullanacak-->

    <connectionStrings>

        <add name="ETradeContext"

             connectionString="server=(localdb)\mssqllocaldb;initial catalog=ETrade;integrated security=true"

             providerName="System.Data.SqlClient"/>

    </connectionStrings>

**FORM1.CS[DESIGN]**

![](data:image/png;base64,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)

**FORM1.CS**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace EntityFrameworkDemo

{

    public partial class Form1 : Form

    {

        ProductDal \_productDal = new ProductDal();

        private void LoadProducts()

        {

            dgwProducts.DataSource = \_productDal.GetAll();

        }

        public Form1()

        {

            InitializeComponent();

        }

        private void Form1\_Load(object sender, EventArgs e)

        {

            LoadProducts();

        }

        private void btnAdd\_Click(object sender, EventArgs e)

        {

            \_productDal.Add(new Product

            {

                Name = tbxName.Text,

                UnitPrice = Convert.ToDecimal(tbxUnitPrice.Text),

                StockAmount = Convert.ToInt32(tbxStockAmount.Text)

            });

            LoadProducts();

            MessageBox.Show("Product Added!");

        }

        private void btnUpdate\_Click(object sender, EventArgs e)

        {

            Product product = new Product

            {

                Id = Convert.ToInt32(dgwProducts.CurrentRow.Cells[0].Value),

                Name = tbxNameUpdate.Text,

                UnitPrice = Convert.ToDecimal(tbxUnitPriceUpdate.Text),

                StockAmount = Convert.ToInt32(tbxStockAmountUpdate.Text)

            };

            \_productDal.Update(product);

            LoadProducts();

            MessageBox.Show("Product Updated!");

        }

        // Gridin herhangi bir yerine tıkladığımızda veriler update grubuna yazılsın diye kod yazdık.

        private void dgwProducts\_CellClick(object sender, DataGridViewCellEventArgs e)

        {

            tbxNameUpdate.Text = dgwProducts.CurrentRow.Cells[1].Value.ToString();

            tbxUnitPriceUpdate.Text = dgwProducts.CurrentRow.Cells[2].Value.ToString();

            tbxStockAmountUpdate.Text = dgwProducts.CurrentRow.Cells[3].Value.ToString();

        }

        private void btnRemove\_Click(object sender, EventArgs e)

        {

            // Entity Frameworkde silme işlemi primary keylere göre yapıldığından id girsek yeterli.

            \_productDal.Delete(new Product

            {

                Id = Convert.ToInt32(dgwProducts.CurrentRow.Cells[0].Value)

            });

            LoadProducts();

            MessageBox.Show("Product Deleted!");

        }

        private void tbxSearch\_TextChanged(object sender, EventArgs e)

        {

            // Textbox içerisindeki text her değiştiğinde burası çalışır.

            SearchProducts(tbxSearch.Text);

        }

        private void SearchProducts(string key)

        {

            // p alt satırda bizim verdiğimiz bir harf.

            // Dataya tüm veriyi alıp onu filtreleyerek yolluyoruz.

            // Filtrede p için p'nin ismi gönderilen harfi içeriyorsa bunu listeye dönüştür yazıyor.

            // Sorguyu bize gelen listeye göre yaptık. Veritabanına göre yapılan türü de var. Yaptık.

            // Büyük küçük duyarlıdır. Name.ToLower.Contains(key.ToLower) şeklinde yazılırsa bu duyar kalkar.

            // var result= \_productDal.GetAll().Where(p=>p.Name.Contains(key)).ToList();

            // Veri tabanına göre yazdığımız fonksiyon.

            // Büyük küçük duyarsızdır ve daha iyi performans verir.

            var result = \_productDal.GetByName(tbxSearch.Text);

            dgwProducts.DataSource = result;

        }

    }

}

**PRODUCT.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace EntityFrameworkDemo

{

    public class Product

    {

        // Veri tabanındaki verileri listelerken kullanacağımız class. Fonksiyonda kullanacağız.

        public int Id { get; set; }

        public string Name { get; set; }

        public decimal UnitPrice { get; set; }

        public int StockAmount { get; set; }

    }

}

**–**

**ETRADECONTEXT.CS**

using System;

using System.Collections.Generic;

// Entity Framework için gereken kütüphane.

using System.Data.Entity;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace EntityFrameworkDemo

{

    public class ETradeContext:DbContext

    {

        // Bağlanacağı adresi ve diğer bilgileri app.configte configuration altından alır.

        // Tablolarda productsı arar ve bulursa bağlanır.

        // Products tablosundaki verileri product classındaki nesneler olarak çekmeye yarayan kod.

        public DbSet<Product> Products { get; set; }

    }

}

**PRODUCTDAL.CS**

using System;

using System.Collections.Generic;

using System.Data.Entity;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace EntityFrameworkDemo

{

    public class ProductDal

    {

        public List<Product> GetAll()

        {

            // Using ile tanımlarsak garbage collector beklenmeden nesne işi bittiğinde dispode edilir.

            using (ETradeContext context = new ETradeContext())

            {

                // Contextin bağlı olduğu tablodaki verileri listeye dönüştürerek gride göndermeye yarar.

                return context.Products.ToList();

            };

        }

        public List<Product> GetByName(string key)

        {

            using (ETradeContext context = new ETradeContext())

            {

                // Filtrede p için p'nin ismi gönderilen harfi içeriyorsa bunu listeye dönüştür yazıyor.

                // Sorgulama direk veritabanında yapılıyor.

                // Daha iyi performans verir

                return context.Products.Where(p => p.Name.Contains(key)).ToList();

            };

        }

            public void Add(Product product)

        {

            using (ETradeContext context = new ETradeContext())

            {

                // Parametre olarak aldığımız product nesnesini Products tablosuna ekliyoruz.

                //context.Products.Add(product);

                //veya

                // Productı entry değişkenine atar.

                var entity = context.Entry(product);

                // Bu kod satırı gönderdiğimiz productı tabloya yazar.

                entity.State = EntityState.Added;

                // Değişiklikleri kaydediyoruz.

                context.SaveChanges();

            };

        }

       public void Update(Product product)

        {

            using (ETradeContext context = new ETradeContext())

            {

                // Productı entry değişkenine atar.

                var entity = context.Entry(product);

                // Gönderdiğimiz idye sahip productı bulur ve gönderdiğimiz productı üstüne yazar.

                entity.State = EntityState.Modified;

                context.SaveChanges();

            };

        }

        public void Delete(Product product)

        {

            using (ETradeContext context = new ETradeContext())

            {

                // Productı entry değişkenine atar.

                var entity = context.Entry(product);

                // Gönderdiğimiz idye sahip productı bulur ve siler.

                entity.State = EntityState.Deleted;

                context.SaveChanges();

            };

        }

        // Tek sonuç alacağımız zaman filtreleme

        // Liste olmadığı için Liste türünde oluşturmadık.

        // Butonlar eklenmemiştir ve çalıştırılmamıştır.

        public Product GetById(int id)

        {

            using (ETradeContext context = new ETradeContext())

            {

                // FirstOrDefault ilk sonucu verir bulamazsa null verir.

                // SingleOrDefault versiyonu birden fazlaysa hata veren versiyonudur.

                var result = context.Products.FirstOrDefault(p => p.Id == id);

                return result;

            }

        }

    }

}

**GENERICS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Genericler

{

    class Program

    {

        // Interface, abstract class, class olabilir. Repositoryler sayesinde içerilerine istediğimiz nesneyi gönderebiliriz.

        // Where ile sınıflandırma yapılabilir. class referans tipler için, struct değer tipler için kullanılır.

        // new() ise yenilenebilir nesneler demektir, her zaman en sonda olmalıdır. Filtreye kendi oluşturduğumuz türü de verebiliriz.

        interface IRepository<T> where T:class,IEntity,new()

        {

            List<T> GetAll();

            T Get(int id);

            void Add(T entity);

            void Delete(T entity);

            void Update(T entity);

        }

        // İşlem yapmayacağımız için nesnelerin içi boş.

        // Filtreleme yaparken repositorynin sadece IEntity türüne sahip nesneleri alması için classları ientityden implemente ettik.

        interface IEntity

        {

        }

        class Product:IEntity

        {

        }

        class Customer:IEntity

        {

            public string Name { get; set; }

        }

        // Repositoryimizi başka bir interface ile inherit edersek nesneye özel method ekleyebiliriz.

        // Direkt ProductDal sınıfına inherit etseydik özelleştirme yapamayacaktık.

        interface IProductDal:IRepository<Product>

        {

            void Custom();

        }

        class ProductDal : IProductDal

        {

            public void Add(Product entity)

            {

                throw new NotImplementedException();

            }

            // Özel methodumuzu ekledik.

            public void Custom()

            {

                throw new NotImplementedException();

            }

            public void Delete(Product entity)

            {

                throw new NotImplementedException();

            }

            public Product Get(int id)

            {

                throw new NotImplementedException();

            }

            public List<Product> GetAll()

            {

                throw new NotImplementedException();

            }

            public void Update(Product entity)

            {

                throw new NotImplementedException();

            }

        }

        // Repositoryi inherit ettiğimiz için özelleştirme yapamayacağız.

        // Onun yerine başka bir interface oluşturup, onu inherit etseydik o interface içerisinde özelleştirme yapabilirdik.

        class CustomerDal : IRepository<Customer>

        {

            public void Add(Customer entity)

            {

                throw new NotImplementedException();

            }

            public void Delete(Customer entity)

            {

                throw new NotImplementedException();

            }

            public Customer Get(int id)

            {

                throw new NotImplementedException();

            }

            public List<Customer> GetAll()

            {

                throw new NotImplementedException();

            }

            public void Update(Customer entity)

            {

                throw new NotImplementedException();

            }

        }

        // Generic Methodlar

        static void Main(string[] args)

        {

            // Utilities türünde bir nesne oluşturduk.

            Utilities utilities = new Utilities();

            // Utilities classı içerisindeki BuildList Repository fonksiyonu ile istediğimiz türde bir liste oluşturduk.

            List<Customer> result = utilities.BuildList<Customer>(new Customer{Name="Furkan" },new Customer{Name="Szchwenger"});

            // Liste içerisindeki Name değişkenlerini yazdırdık.

            foreach (var customer in result)

            {

                Console.WriteLine(customer.Name);

            }

            // Konsolu açık tuttuk.

            Console.ReadLine();

        }

        class Utilities

        {

            // Gönderilen nesne türünde liste oluşturup, geri döndürme.

            public List<T> BuildList<T>(params T[] items)

            {

                return new List<T>(items);

            }

        }

    }

}

**ATTRIBUTES**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Attiributelar

{

    class Program

    {

        // Çoğu kod sadece iskelet. İçleri boş.

        static void Main(string[] args)

        {

            Customer customer = new Customer { Id = 1, LastName = "Keskin", Age = 20 };

            CustomerDal customerDal = new CustomerDal();

            // Obsolete attribute'u çalışıyor. Altı çizili.

            customerDal.Add(customer);

            Console.ReadLine();

        }

        class Customer

        {

            public int Id { get; set; }

            [RequiredProperty]

            public string FirstName { get; set; }

            [RequiredProperty]

            public string LastName { get; set; }

            [RequiredProperty]

            public int Age { get; set; }

        }

        // Customers tablosuyla ilişkilendirmek için kullanabiliriz.

        [ToTable("Customers")]

        class CustomerDal

        {

            // Hazır attributeları da kullanabiliriz.

            [Obsolete("Burada Kullanıcıya Uyarı Verilebilir.")]

            public void Add(Customer customer)

            {

                Console.WriteLine("{0}, {1}, {2}, {3} added!", customer.Id, customer.FirstName, customer.LastName, customer.Age);

            }

        }

        // Kendimiz bir attribute oluştururken attribute classını ona inherit ederiz.

        // AttributeUsage attribute'un kullanım şeklini belirlemek içindir.

        // AttributeTarget kullanılabileceği alanları belirler.

        // AttributeTargets.Property | AttributeTargets.Class gibi kullanımlar mümkündür.

        // AllowMultiple ise attribute'un birden fazla kullanıp, kullanılamayacağını belirler.

        [AttributeUsage(AttributeTargets.Property,AllowMultiple=false)]

        class RequiredPropertyAttribute : Attribute

        {

        }

        /\* AllowMultiple burda olumludur. Çünkü ToTable attribute'u class'ı

        birden fazla tabloyla ilişkilendirmesi veya farklı isimlerle

        tabloyu arayıp bulduğunda işlemi gerçekleştirmesi için kullanabiliriz.\*/

        [AttributeUsage(AttributeTargets.Class, AllowMultiple = true)]

        class ToTableAttribute : Attribute

        {

            private string \_tableName;

            public ToTableAttribute(string tableName)

            {

                \_tableName = tableName;

            }

        }

    }

}

**REFLECTIONS**

using System;

using System.Collections.Generic;

using System.Linq;

//Reflectionlar için gerekebilecek library.

using System.Reflection;

using System.Text;

using System.Threading.Tasks;

namespace ReflectionİleCalismak

{

    class Program

    {

        static void Main(string[] args)

        {

            /\*

            // Instance oluştururken parametre istediği için girmeliyiz.

            DortIslem dortIslem = new DortIslem(2,3);

            // Değeri çağırırken aldı.

            Console.WriteLine(dortIslem.Topla(5,7));

            // Değeri instance oluştururken aldı.

            Console.WriteLine(dortIslem.Topla2());

            \*/

            // Reflectionlar program çalışırken çalışır. Az performans kaybı yaşatır.

            // DortIslem'in tipini değişkene atadık.

            // Normalde typeof'un içerisine temsili bir şey koyarız ki tipini alacağımız şeyi oraya atayalım.

            var tip = typeof(DortIslem);

            // Program çalışırken instance işlemi yaptık.

            // Classımız kullanıcıdan değer istediği için tip'in yanına o değerleri eklemezsek hata verir.

            DortIslem dortIslem =(DortIslem) Activator.CreateInstance(tip,3,4);

            Console.WriteLine(dortIslem.Topla(2,3));

            Console.WriteLine(dortIslem.Topla2());

            // Instance oluşturduk.

            var instance = Activator.CreateInstance(tip, 9,5);

 // Method bilgisine ulaştık. Çalıştıktan sonra instance bağı kayboldu.

            MethodInfo methodInfo = instance.GetType().GetMethod("Topla2");

            // Method içerisine instance'ı gönderdik.

            Console.WriteLine(methodInfo.Invoke(instance,null));

            var metodlar = tip.GetMethods();

            foreach(var info in metodlar)

            {

                // Method isimlerini aldık.

                Console.WriteLine("Metod Adı: {0}", info.Name);

                // Methodların istedikleri parametreleri aldık.

                foreach(var parameterInfo in info.GetParameters())

                {

                    Console.WriteLine("Parametre: {0}", parameterInfo.Name);

                }

                // Attributeleri aldık.

                foreach(var attribute in info.GetCustomAttributes())

                {

                    Console.WriteLine("Attribute: {0}", attribute.GetType().Name);

                }

            }

            Console.ReadLine();

        }

        class DortIslem

        {

            int \_sayi1, \_sayi2;

            public DortIslem(int sayi1,int sayi2)

            {

                \_sayi1 = sayi1;

                \_sayi2 = sayi2;

            }

            // Fonksiyonu çağırırken değer alan fonksiyon.

            public int Topla(int sayi1, int sayi2)

            {

                return sayi1 + sayi2;

            }

            // Instance oluştururken alınan değerle işlem yapan fonksiyon.

            public int Topla2()

            {

                return \_sayi1 + \_sayi2;

            }

        }

    }

}

**DELEGATES**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Delegateler

{

    // Delegateler elçi gibi. Mesaj iletiyorlar.

    public delegate void MyDelegate();

    public delegate void MyDelegate2(string text);

    class Program

    {

        static void Main(string[] args)

        {

            CustomerManager customerManager = new CustomerManager();

            // Delegate'in içerisine fonksiyonu yolluyoruz.

            MyDelegate myDelegate = customerManager.SendMessage;

            // Toplama, çıkarma gibi işlemleri kullanabiliriz.

            myDelegate += customerManager.ShowAlert;

            myDelegate();

            // Fonksiyon mesajı dışarıdan alıyorsa tek delegate ile ayrı ayrı mesaj yazılmıyor.

            // İkisi de aynı mesajı gösteriyor.

            MyDelegate2 myDelegate2 = customerManager.SendMessage2;

            myDelegate2 += customerManager.ShowAlert2;

            // Yukarıdaki olayı topla, çarp gibi fonksiyonlara yapsakdık sonuç en son yapılan işlemin sonucu olurdu.

            // public delegate int MyDelegate3(int number1, int number2); ile denenebilir.

            myDelegate2("Delegate 2");

            Console.ReadLine();

        }

    }

    public class CustomerManager

    {

        public void SendMessage()

        {

            Console.WriteLine("Hello");

        }

        public void SendMessage2(string text)

        {

            Console.WriteLine(text);

        }

        public void ShowAlert()

        {

            Console.WriteLine("Be careful");

        }

        public void ShowAlert2(string text)

        {

            Console.WriteLine(text);

        }

    }

}

**EVENTS**

**PRODUCT.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Eventler

{

    public delegate void StockControl();

    public class Product

    {

        private int \_stock;

        // Class'a dışarıdan stock aldık ve class içerisindeki \_stock'a attık.

        public Product(int stock)

        {

            \_stock = stock;

        }

        // Event tanımladık.

        public event StockControl StockControlEvent;

        public string ProductName { get; set; }

        public int Stock {

            // Set üzerinde ekleme yapacağımız için bu şekilde yazdık.

            get

            {

                // Normal get'den farkı yok. Stocku okumaya yarar.

                return \_stock;

            }

            set

            {

                // Normal set'den farkı yok. Stocku set eder.

                // \_stocku programın gönderdiği değere eşitliyor.

                \_stock= value ;

                // Eğer stock <=15 ise ve stockcontrolevente abone olunmuşsa eventi fırlatıyor.

                if(value<=15 && StockControlEvent != null)

                {

                    StockControlEvent();

                }

            } }

        public void Sell(int amount)

        {

            Stock -= amount;

            Console.WriteLine("{1} Stock Amount: {0}", Stock, ProductName);

        }

    }

}

**PROGRAM.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Eventler

{

    class Program

    {

        static void Main(string[] args)

        {

            // Gönderdiğimiz stock değeri Product.Stock'a set ediliyor.

            Product harddisk = new Product(50);

            harddisk.ProductName = "Hard Disk";

            Product gsm = new Product(50);

            gsm.ProductName = "GSM";

            // Product'ı evente abone ediyoruz. +='den sonra 2 kere tab'a basarsak isim ve kodları oluşur.

            gsm.StockControlEvent += Gsm\_StockControlEvent;

            for (int i = 0; i < 10; i++)

            {

                harddisk.Sell(10);

                gsm.Sell(10);

                Console.ReadLine();

            }

            Console.ReadLine();

        }

        // İçerisine eventte gerçekleşecek şeyleri yazıyoruz.

        private static void Gsm\_StockControlEvent()

        {

            Console.WriteLine("Gsm stocks is low!");

        }

    }

}

**PROJE 1**

**APP.CONFIG**

<connectionStrings>

        <add name="NorthwindContext" connectionString="Data source=(localdb)\mssqllocaldb;initial catalog=Northwind ;integrated security=true"

             providerName='System.Data.SqlClient'/>

    </connectionStrings>

**FORM1.CS[DESIGN]**
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**FORM1.CS**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace RecapProject1

{

    // Kategori ve isim araması birbirinden bağımsız aramalar olarak yazıldı.

    // İhtiyaca göre kodlarla ilişkilendirilebilir.

    public partial class Form1 : Form

    {

        public Form1()

        {

            InitializeComponent();

        }

        private void Form1\_Load(object sender, EventArgs e)

        {

            LoadProducts();

            LoadCategories();

        }

        public void LoadProducts()

        {

            using (NorthwindContext context = new NorthwindContext())

            {

                dgwProduct.DataSource = context.Products.ToList();

            }

        }

        public void LoadCategories()

        {

            using (NorthwindContext context = new NorthwindContext())

            {

                cbxCategory.DataSource=context.Categories.ToList();

                // Gösterilen isim ile id'yi ilişkilendirdik.

                cbxCategory.DisplayMember = "CategoryName";

                cbxCategory.ValueMember = "CategoryId";

            }

        }

        private void cbxCategory\_SelectedIndexChanged(object sender, EventArgs e)

        {

            /\* Eğer sadece belirli bir ürün türünü göstereceksek index üzerinden gidilebilir.

            Ama bu tüm ürünleri bir arada göstermeyi imkansız kılar.

            int value = (cbxCategory.SelectedIndex) + 1;

            ListProductsByCategory(value);

            \*/

            // İlk başta tüm categoryleri gösterebilmek için seçili değere göre filtreleme yaptık.

            // Fakat ilk başta seçilmiş değer olmadığı için hata verecektir. Hatayı bypass ettik.

            try

            {

              ListProductsByCategory(Convert.ToInt32(cbxCategory.SelectedValue));

            }

            catch

            {

            }

        }

        public void ListProductsByCategory(int categoryId)

        {

            using (NorthwindContext context = new NorthwindContext())

            {

                //Products listesindeki p'lerin CategoryId'si gönderilen categoryId ile aynıysa ürünleri listele.

                dgwProduct.DataSource = context.Products.Where(p => p.CategoryId == categoryId).ToList();

            }

        }

        private void tbxSearch\_TextChanged(object sender, EventArgs e)

        {

            string key = tbxSearch.Text;

            // Textboxın içi boş ise grid'e ürünleri tekrar yükleyecek.

            if (string.IsNullOrEmpty(key))

            {

                LoadProducts();

            }

            // Textbox boş değilse filtreleme yapacak.

            else

            {

                ListProductsByText(tbxSearch.Text);

            }

        }

        public void ListProductsByText(string text)

        {

            using (NorthwindContext context = new NorthwindContext())

            {

                // Products listesindeki p'lerin Name'i gönderilen texti içeriyorsa listele.

                // Sql key sensitive olmadığı için tolower veya toupper komutlarını kullanmaya gerek yok.

                // Oracle'da veya c# listelerinde lazım olabilir.

                // Bu komutları ekledikten sonra ise aramaya bir şey yazıp silince liste yüklenmiyor.

                // Bunu textchanged kısmında düzelteceğiz.

                dgwProduct.DataSource = context.Products.Where(p => p.ProductName.ToLower().Contains(text.ToLower())).ToList();

            }

        }

    }

}

**PROGRAM.CS**

// Program.cs dosyasına hiç dokunulmadı. Sadece Form1'i açıyor.

**PRODUCT.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace RecapProject1

{

    class Product

    {

        public int ProductId { get; set; }

        public int CategoryId { get; set; }

        public string ProductName { get; set; }

        public decimal UnitPrice { get; set; }

        public Int16 UnitsInStock { get; set; }

        public string QuantityPerUnit { get; set; }

    }

}

**CATEGORY.CS**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace RecapProject1

{

    class Category

    {

        public int CategoryId { get; set; }

        public string CategoryName { get; set; }

    }

}

**NORTHWINDCONTEXT.CS**

using System;

using System.Collections.Generic;

using System.Data.Entity;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace RecapProject1

{

    class NorthwindContext:DbContext

    {

        public DbSet<Product> Products { get; set; }

        public DbSet<Category> Categories { get; set; }

    }

}